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Introduction

The IBX for Lazarus Guide is a guide to the IBX fork created by MWA Software for Lazarus.

IBX for Lazarus is derived from the Open Source edition of IBX published by Borland/Inprise in
2000 under the InterBase Public License. In 2011, the Open Source edition of IBX was brought up-
to-date by MWA Software (http://www.mwasoftware.co.uk) and focused on the Firebird Database
API for both Linux and Windows platforms (32 and 64-bit), and has since been further developed. It
is released under the InterBase Public License for the original code and under the compatible

Initial Developers Public License for new software. The Firebird Relational Database Management
System can be downloaded from http://www.firebirdsgl.org.

While the core of the product remains the original IBX software, this version includes a completely
new set of property editors supporting SQL generation and testing using the Firebird Database
engine direct from the IDE. These are intended to be a significant improvement on the Delphi
Property Editors. IBSQLMonitor has also been re-organised in order to isolate the platform
dependent aspects, allowing for the use of SV5 IPC for the Linux environment. The original
Windows IPC is retained for the Windows environment. IBEvents has also been updated to ensure
compatibility with Firebird Events.

Support for generators has also been added compatible with the generator support added to IBX
after the Open Source edition was published, supporting both “On New Record” and “On Post”
generators. There are also many new data aware controls distributed as part of the package, plus
a scripting engine. TIBExtract has also been brought up-to-date.

From version 2 onwards, IBX uses the fbintf package to use either the new Firebird 3 API or the
legacy Firebird API. The fbintf package is partly derived from IBX and automatically loads the
Firebird 3 API, if available, the legacy API if not. fbintf is distributed with IBX. The Firebird Pascal
API Guide provided with the fbintf package provides important information on the installation for the
Firebird Server for development system and guidelines for deployment.
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See also the Firebird Pascal API Guide for information on:
* Using the API interfaces exposed by IBX
* Character sets and their relation to AnsiString Code Pages
* Deployment of applications using the Firebird Client library.
This Guide assumes that the reader has a basic knowledge of the Lazarus Integrated

Development Environment (IDE). Some knowledge of Firebird and database concepts is
desireable. However, a primer on the subject is provided (see chapter 3).

1.1 References

1. InterBase 6 API Guide (http://www.ibphoenix.com/files/60ApiGuide.zip)

2. Firebird 2.5 Language Reference

(http://firebirdsgl.org/file/documentation/reference_manuals/fblangref25-
en/html/fblangref25.html)

3. InterBase 6 Data Definition Guide (http://www.ibphoenix.com/files/60DataDef.zip)

4. Firebird 3.0.1 Release Notes
(http://www.firebirdsql.org/file/documentation/release_notes/html/en/3_0/rlsnotes30.html

5. IBX for Lazarus (MWA Software — http://www.mwasoftware.co.uk/ibx)
6. Firebird Pascal APl Guide — MWA Software, 2016

1.2 Change History

1.2.1 Version 1.1

This version has been updated to include:

* Extended TIBExtract functionality for output of data, including the simple XML formats for
binary blobs and arrays, and privileges (grants) given to Triggers and Stored Procedures.

* Extended TIBXScript functionality in order to process XML format data exported by
TIBExtract and embedded in INSERT Statements.

* Documentation of Data Output Formatters (see 7.2).
* Minor Typos and corrections.

1.2.2 Version 1.2
* Minor typos and corrections

1.2.3 Version 1.3

* Introduces TIBUpdate


http://www.mwasoftware.co.uk/ibx
http://www.firebirdsql.org/file/documentation/release_notes/html/en/3_0/rlsnotes30.html
http://www.ibphoenix.com/files/60DataDef.zip
http://firebirdsql.org/file/documentation/reference_manuals/fblangref25-en/html/fblangref25.html
http://firebirdsql.org/file/documentation/reference_manuals/fblangref25-en/html/fblangref25.html
http://www.ibphoenix.com/files/60ApiGuide.zip
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Introduction

Version 1.4
Removal of ReadOnly as a common property of IBX TDatasets. This was never true.
Version 1.5
Support for Insert and Update query RETURNING clauses added (see 6.6.1.4)
Support for Delete query RETURING clauses added (see 6.6.1.5).
Support for Firebird 3 Identity Columns added (see 6.6.8).
A new section on IBX TField subclasses is provided as section 6.8.

The description of TIBStoredProc has been updated to include support for Firebird 3
Packages (see 6.4).

A new section on the TIBSQL Property Editor has been added (see 5.4.3).
A new section on row refresh has been added (see 6.6.9).

The cached updates section has been improved and now describes the use of
OnUpdateRecord and OnUpdateError event handlers (see 6.6.7).

Missing migration issue added to “Upgrading From Earlier Versions” on additional TIBSQL
error checks (See 2.5)

Text reviewed and corrected for typos and other minor errors.
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IBX for Lazarus is distributed in a single archive (zip or tar.gz format) and includes the fbintf
package. You can obtain an up-to-date version from http://www.mwasoftware.co.uk/ibx.

The archive should be expanded into some permanent location on your development system
alongside the Lazarus IDE. One possible location is to add a directory called “otherComponents”
to your Lazarus installation directory and expand the IBX archive into that directory. IBX will then
be located under:

“<Lazarus installation directory>/otherComponents/ibx”.

2.1 Minimum Requirements
IBX 2.0.0 requires at least Lazarus version 1.6.0 and version 3.0.0 of the Free Pascal Compiler.
All versions of the Firebird Server are supported including version 3.

The Firebird client library must also be installed. If this client library supports the new Firebird 3
client API then this is used, otherwise IBX uses the older Firebird 2 API.

2.2 Installation under Lazarus

The Firebird Client Library should be installed on the system prior to installing into the Lazarus IDE.
The Firebird Pascal APl Guide provides guidelines for installing Firebird.

Installation into the Lazarus IDE is the same under both Linux and Windows. Unpack the source
code archive into some suitable permanent location, as described above, and open the “dclibx.Ipk”
package description file using the “Package->Open Package File” menu item to open the file.

When the Package Editor opens, click on “Use->Install”. Lazarus will now recompile itself and
restart. THREE new tabs should now be present on the Component Palette: “Firebird”, “Firebird
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Admin”, and “Firebird Data Controls”. Respectively, these contain the IBX Database Access and
Service API components. A third tab on the palette will contain the “Firebird Data Controls”.

If no IBX components are visible, then the most likely reason is that the Firebird Client Library has
not been installed and/or cannot be located. See the Firebird Pascal API Guide for information on
how fbintf and hence IBX finds the Firebird Client Library.

2.3 Console Mode IBX

IBX can be used as visual components under Lazarus or in console mode programs. A separate
package is provided for console mode programs, and which excludes any LCL dependencies (e.g.
the IBDatabase built-in logon dialog). This is called “ibexpressconsolemode”.

All you need to do to use the console mode package in the IDE is to select "Packages->Open
Package File" and open ibexpressconsolemode.lpk which you can find in the ibx root directory. You
should then close it again immediately afterwards. There is no need to install or compile it.
Opening the package is sufficient for Lazarus to remember it.

An example of console mode use is provided in ibx/examples/fbsql.

2.4 Installing Firebird

You need access to a minimum of the Firebird Client library in order to use the fbintf package. This
applies to both development and deployment. Guidelines for deployment are give in chapter 13 of
the Firebird Pascal API Guide.

On a development system, the recommended approach is to download a pre-compiled installation
package from http://www.firebirdsgl.org and install the full system including examples. This will
ensure that the example “employee” database is both installed and available for use by the fbintf
testsuite, and a local server is available for testing. Firebird installation packages are available for
both Linux and Windows as will as OSX.

With Linux, it is also possible to use the packages provided with your distribution. However, these
will not necessarily be up-to-date. Under Debian/Ubuntu the example database is also provided as
a separate package and you will need to install this package as well as unpack the database from
a gzip archive and set the access permissions correctly before running the test suite.
Paradoxically, unless you are very familiar with Firebird and Linux, it is often easier to install the
firebirdsgl package than the one from your distro.

After installation, you should check that the “employee” is correctly listed in the “aliases.conf”
(databases.conf for Firebird 3) file in the Firebird installation folder. For example, with 32-bit
Firebird under Windows, the file

C:\Program Files (x86)\Firebird\Firebird 2 5\aliases.conf

should contain the line:

employee = C:\Program Files (x86)\Firebird\Firebird 2 5\examples\empbuild\employee.fdb

2.5 Upgrading from Earlier Versions

There are many differences between the IBX2 files and earlier versions and you should first either
remove or rename the directory containing earlier versions of IBX, and then install the new version
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as described in the preceding section. Applications using IBX should be rebuilt rather than just
recompiled (use Run->Clean up and Build from the Lazarus menu).

IBX2 represents a major change in the underlying IBX codebase. The low level “glue” that
represented the language binding between the Firebird 'C' APl and native Pascal has been moved
into a new package “fbintf” and communication between IBX and this “glue” is now through a well
defined Pascal interface. Two implementations of the interface have been produced. One for the
legacy Firebird APl and another for the new Firebird 3 API. By default, IBX will use the Firebird 3
API, if available, otherwise it uses the legacy Firebird API.

The core body of IBX has been modified to use this new interface. Full support for Firebird Arrays
has also been introduced. However, the emphasis has been on maintaining backwards
compatibility as far as possible, even though there have been significant changes in the code base.

When migrating an existing IBX 1.4.x application to IBX 2.0.0 most users will need only to
recompile against the upgraded package. However, advanced users may need to make changes
due to the following incompatibilities:

1. The IBIntf, IBCodePage and IBXConst units have been removed from the package. Uses
clauses that use IBIntf or IBXConst should be replaced with use of the “IB” unit. This is now
part of the fbintf package and which provides the Firebird Pascal API including all constants
and type definitions associated with it.

IBCodePage was an internal unit providing the mapping between Firebird Character sets
and code pages. Equivalent functionality is now provided by the Firebird Pascal API.

2. Any use of the IBHeader unit should be replaced with use of the IB unit. If there is a
resulting compile time error after this has been done then, the reason is probably due to a
dependency on the legacy Firebird API. IBHeader still exists but it contains the definition of
the legacy API and any dependency on it implies a potential problem when IBX uses the
new Firebird 3 API. Any such dependency should be identified and replaced with the
equivalent functionality provided by the Firebird Pascal API defined in the IB unit.

3. The TIBSQL property SQLType has been renamed to SQLStatementType. The version roll
has been taken advantage of to remove a potentially ambiguous property name. The
property name is also used by the input and output metadata to define SQL data types.

4. InIBX2, Automatic transaction Start/Commit is no longer the default except at design time.
This may affect some simple uses of IBX with a single dataset on a form and no explicit
transaction management. A “transaction no active” error will result when a dataset is
opened if your application previously relied on this feature.

A new property AllowAutoActivateTransaction (see 5.2.4) has been added to
TIBCustomDataset descendents. By default this is false. If set to true then the original
behaviour is restored.

The version roll has again been taken advantage of to remove a problematic feature.
Autostart of transactions only ever worked properly with single dataset applications. With
multiple datasets, the order in which the datasets were closed became important (reverse
order to opening assumed). With multiple datasets, the transaction could easily remain
open after the datasets were closed relying on the database close to correctly perform a
transaction completion.
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There could also be problems when explicit transaction start is used ,as the programmer
needs to make sure that the transaction was started before any datasets were accessed.
Otherwise, unexpected results could ensue.

On the other hand, it is a valuable feature at design time, allowing a dataset to be opened
and its data displayed in the IDE.

If your application relied upon automatic starting/completion of transactions, the simplest
way to restore this behaviour is to set the AllowAutoActivate Transaction property to true.

If your application has more than one dataset on the form then this property need only be
set for the first one that is opened (active property set to true). This dataset should also be
the last one closed (active set to false).

5. The UniqueParamNames property is now ignored and exists only for backwards
compatibility. Parameter name unigueness is now determined dynamically.

6. TIBSQL error checking is now more strict. In earlier versions, there were no checks for data
validity when (e.g.) accessing query results. In IBX2:

* An exception is raised if an attempt is made to access query results before the query

has been executed, when the cursor is at BOF or EOF, or after the query has been
closed.

* An exception is raised if an attempt is made to set query parameters before a query
has been prepared.

2.6 New Features with IBX2

* Firebird 3 AP| Support

* Access to the Firebird Pascal API for embedded SQL execution.

+ |IBDatabase: new property - CreateIfNotExists. If true and the database does not exist
when an attempt is made to connect to it (run time only) then an attempt is made to create
the database.

» |IBDatabase: new event - OnCreateDatabase. This event is called after a database has been
successfully created as a result of a call to CreateDatabase or when creating a database

after it was found not to exist.

* Support for arrays has been added. This includes a new field class (TIBArrayField) — see
chapter 9 - and a supported visual control derived from TcustomStringGrid.

2.7 Uninstalling IBX

To uninstall IBX, open the “dclibx.lpk” package description file using the “Package->Open Package
File” menu item to open the file.

When the Package Editor opens, click on “Use->Uninstall’. Lazarus will now recompile itself and
restart without the IBX components in the palette. You may now delete the IBX source code.
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An Introduction to Databases, SQL
and Firebird

This chapter is intended to provide a primer on Databases, SQL and Firebird for those not familiar
with these subjects. Readers who are familiar with them are invited to proof read this chapter but
otherwise, they may prefer to skip to the next chapter.

3.1 What is a Database?

The dictionary definition of a database is that a database is no more than a collection of data. It
says nothing about how the data is organised or accessed. Some databases can be just a large
amount of unstructured data, while others can be fully structured with strongly enforced rules. It is
the latter case that we are interested here, and we will leave the former to Google.

The type of database that Firebird manages, and for which the Structured Query Language (SQL)
was written, is structured with well defined rules so that they can be processed in a deterministic
fashion with repeatable outcomes. This type of database is well suited to business applications,
such as accounting and stock management, Personnel Management and Payroll.

3.1.1 In the Beginning

In the 1960s and through to the 1980s, Magnetic Tape was the dominate storage medium for big
company databases (accounting, stock, etc.). Magnetic Tape is a linear medium accessed
sequentially. The data is written to it as “records” and usually ordered using some common relation
such as account number or a person's name. Each record contains the data for the account or
some person's registration details.

Magnetic Tape databases had to be processed sequentially. It could take a long time to find the
record you are interested in, as you had to start at the beginning and work forwards, reading
through one or more tapes. Data update was equally laborious with the usual technique being to
prepare an update tape with update actions in the same order as the database records and the
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application of updates was essentially a data merge between the current set of tapes and the
update tape resulting in a set of new master tapes.

3.1.2 The Arrival of Random Access Storage

Disk drives started becoming commonplace in the 1970s. Initially they were too expensive to hold
complete databases and were used to cache data and to speed up operations. As they become
bigger and cheaper, it was possible to start saving entire databases on to magnetic disks.

Magnetic disks can be randomly access. That is any sector on the disk can be accessed in about
the same speed as any other. This opened up the possibility of having high speed access to
database records and perhaps even in place updates. However, there was still the problem of how
do you find the record you are interested in? If you still had to start at the beginning and read on
until you found the desired record, access would still be slow and variable depending on how far
down the data the record was located.

3.1.3 Indexes

The answer was to create indexes, where an index is a comparatively small lookup table or tables
that may be randomly accessed and could quickly point you at the record you were interested in.

An index is intended for use with a selected key into the data (such as an account number). In
principle an index could be just a table of account numbers (the key into the record) and the sector
address (on the disk) where the record is held. The index table could then be searched much more
quickly than going through the entire database and give much faster access to the data.

For small databases, a simple lookup table is sufficient. However, for large databases, the
overhead of searching an index table is still significant and something better is needed. As a result,
Indexes became better structured. Perhaps one table for the first part of an account number and
then separate tables for the second part, and selected by lookup of the first part of the account
number.

Another approach was to generate a hash value from a record key (e.g. the account number) and
use that as a numeric table index to where the (e.g.) account number/record address was located.
The development of efficient indexes became an important line of research.

3.1.4 Multiple Indexes and Datasets

Of course, there was no reason why only a single index was the limit. A database could have many
indexes on the same data, one for each access key that you could define. Attention also moved to
the structure of the database. The terminology started firming up with the database being broken
up into smaller datasets, each with their own index; the sum total of datasets and indexes
becoming the database. Given that, in this case, the dataset was a list of identically structured
records, they could be modelled as “tables”, with each record being a table row and the fields of
each record forming the columns.

The original Magnetic Tape databases often contained data duplicated across different databases,
if only because it was too difficult to organise the simultaneous processing of multiple tapes. When
disks became common, there was value in removing duplication between datasets. This both
avoided the risk of differences between data describing the same thing and minimised the use of
still expensive disk storage.

10
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However, this did mean the creation of many more smaller datasets and their own indexes and the
need for the programs that accessed them to have simultaneous access to many datasets and to
“join” the data together.

3.1.5 The Need for Middleware

When applications start having to solve common problems there is always an opening for a
common middleware solution, and database access was no exception.

Soon many middleware solutions started appearing. Their role was to manage all the different
datasets and their indexes and to provide standard ways of joining the datasets and updating the
datasets. They freed the client applications from the need to open lots of separate files and instead
became a single point of access — the database provider.

3.1.6 Enter the RDBMS

The middleware solutions soon evolved into the kind of Relational Database Management Systems
(RDBMSs) that we know today. Although the various products have their differences, they can be
said to:

* Manage a database comprising many datasets, where each dataset is viewed as a table of
data accessed using one or more indexes.

* Maintain metadata (data about data) that describes each table in the database and each
index.

* Provide a single point of access to the database to client applications.

» Allow the data to be accessed by table or by joining tables together, using common keys, to
create larger virtual datasets (often called views).

» To provide a means to refine the views by limiting both the number of rows returned and the
columns in each row. Thereby improving both efficiency and security (by limiting access to
data).

* To provide a means to update rows, insert new rows and delete existing rows, including
whole table operations.

Throw in performance optimisation, backup and restore, data redundancy (e.g. shadow databases)
and you are starting to get something like the modern RDBMS. Some RDBMS servers still
maintain each dataset as a separate file (e.g. some versions of MySQL), while others place the
whole database in a single file and organise its contents into many files.

3.1.7 Multi-user Access

The old Magnetic Tape databases were, by their nature, single user access. However, a modern
RDBMS can support a large number of concurrent users all reading data and often updating
different parts of the database. In turn, this introduces the risk of conflict between different users
concurrently reading and writing to the same record.

Simple table or record “locks” are one way around this problem. A user that wants to update a table

or an individual record, first locks it, then updates the data and finally unlocks it. If only one user at
a time can create a lock this can ensure that a user can lock all related records they need to

11
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update, update them and finally release them, ensuring that data consistency is maintained. Other
users can be prevented from updating those records while a lock is placed on them and can even
be prevented from reading them. Users can also be made to wait for a lock to be released.

While a basic record lock mechanism can be viewed as essential for concurrent database update,
modern RDBMSs usually go a step further and introduce the idea of a transaction.

Under this model of use, each database client connects to be database via a “Connection” (which
can be local or remote), and each connection can have multiple transactions active at any one
time, where a transaction:

* Has a well defined start and end, while existing for as long as the client needs it.

Is the context under which all data is accessed and updated.

*  “Owns” any necessary table and record locks, dataset cursors and any other resources
used by a client.

* Provides “isolation” between concurrent users, in the sense controlling how much they see
of changes performed by other transactions.

* When the transaction ends, all changes made during the transaction can either be
committed — that is become changes to the database visible to everyone — or rolled back to
their state when the transaction started.

Transactions allow each client to have a consistent view of the database, and a means of
preventing data inconsistency resulting from conflicting changes.

3.2 The Structured Query Language (SQL)

As discussed above, a basic function of an RDBMS is to provide a means to define and maintain
the metadata: the table and index definitions. There is also a need to describe how tables are
joined and filtered to create views, both permanent and transient, and for commands to update the
database.

This requirement can be satisfied in many different ways. However, SQL has become the de facto
standard for these tasks. SQL dates back to IBM in the 1970s and provides a means to achieve
the above using an English like syntax. It was standardised by ANSI in 1986 and became an
international standard in 1987. There was a major update in 1992 (SQL-92) and further minor
revisions have taken place since then. While an international standard, each RDBMS has
implemented its own variations and hence has its own SQL dialect.

SQL can be split up into:

* The Data Definition Language (DDL), which is used to describe tables, indexes and views
i.e. to maintain the database metadata.

* The Data Manipulation Language (DML), which is used to get (select) data from the
database, as well as to insert, update and delete data.

* Transaction Management

12
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* Procedure and Trigger Language (PSQL), which is used to define operations on the
database that can be requested by a client or which take place automatically when data is
changed. In the latter case, this is often used to validate changes.

The following is an example of the DDL, and is an example of defining a database table:

CREATE TABLE EMPLOYEE

(
EMP_NO smallint NOT NULL,

FIRST_NAME varchar(15) NOT NULL,

LAST_NAME varchar(20) NOT NULL,

PHONE_EXT varchar(4),

HIRE_DATE timestamp DEFAULT CURRENT_TIMESTAMP NOT NULL,
DEPT_NO char(3) NOT NULL,

JOB_CODE varchar(5) NOT NULL,

JOB_GRADE smallint NOT NULL,

JOB_COUNTRY varchar(15) NOT NULL,

SALARY numeric(10,2) DEFAULT © NOT NULL,

PRIMARY KEY (EMP_NO)

);

The above defines the table as consisting of ten columns. Each column is given a name and a data
type. The table's primary key is the employee number (EMP_NO) and this provides a unique
identifier for each row.

Note that SQL statements are always case insensitive including column names (although later extensions
have allowed for column names that are case sensitive and which may include special characters by
enclosing them in double quotes).

The table definition also includes an important concept that has not been discussed so far and that
is the concept of the “NULL” value. Unless constrained to be “NOT NULL" as illustrated above, the
values in each row of a table column can be either a value in their declared type or have no value
(i.e. null). NULL values can be searched for, can be used to select data, and data values can be
set to NULL. The Firebird Null Guide provides more information on the use of Nulls.

An example of a Select Statement follows. This creates a temporary virtual dataset which can then
be read by the requesting client.

Select FIRST_NAME, LAST_NAME, EMP_NO,HIRE_DATE FROM EMPLOYEES
Where LAST_NAME LIKE 'P%';

The dataset returned by the above has only four columns and is filtered so that it comprises only
the employees whose last name starts with the letter 'P'.

Note: in SQL comparisons, the '%' character means any string.

3.3 The Firebird RDBMS

Firebird is an example of a Relational Database Management System (RDBMS). It is an Open
Source product with a permissive licence for use that includes use in commercial applications. It
can also require very little, if any, input from a System Manager and hence is well targeted on SME
applications. Although it generally scales well to larger applications, as well.

Firebird came about when Borland/Inprise released the InterBase 6.0 software under an Open
Source Licence in 2000. InterBase already had a long history (documented on

13
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http://www.firebirdsgl.org/en/historical-reference/) and Firebird inherited a large user community
from InterBase.

In its modern instantiation, Firebird:
¢ is a multi-user, transaction based RDBMS

* uses SQL for Data Definition, Data Manipulation, Transaction Management and Procedure
and Trigger Definition.

* Deployed as either an embedded database engine (embedded server) or as a standalone
server accessed using TCP/IP supporting both local and remote connections.

* Uses a single file per database (with the option of secondary files to allow for overflow to
separate filesystems).

* Implementation packages are available for many platforms including Windows (32 and 64
bit), Linux (32 and 64 bit) and OSX.

Firebird also includes the concept of “Events”. That is asynchronous alerts that are PSQL
generated and which can be sent to an interested client. These are typically used from triggers to
alert other users to changes in the data.

3.4 And then there was IBX

Firebird provides a client library (DLL under Windows, shared object (.so) under Linux) through
which an Application Program Interface (API) is made available. This APl is “low level” providing a
basic set of functions with the data accessed through untyped pointers. This is a flexible approach,
allowing use from many different programming environments, whilst requiring work from the client
program to make sense of the data.

For 'C' programs, Firebird provides a pre-processor (gpre) that allows SQL statements to be
embedded into the code and which then generates the 'C' code necessary to pass those
statements to Firebird for execution and to pass input and receive output data to and from 'C' data
structures. However, no such pre-processor is available for Pascal.

When Borland released Delphi in the mid-nineties, it was arguably a revolutionary development in
visual programming. It also came with a model for database programming that included an abstract
model of a dataset and “data aware” controls. That is a means to link the controls (or widgets)
placed on forms with the fields in a dataset. This all works well as long as the abstract dataset can
be somehow made “concrete” and linked to the datasets provided by the RDBMS that the
developer wants to use.

The first versions of Delphi worked well with Paradox tables and included middleware known as
the Borland Database Engine (BDE) to provide drivers for SQL databases, including InterBase (a
trial version was shipped with Delphi). The BDE was probably not the most efficient solution for the
problem.

One improvement on this was the Free IB Components, written by Gregory H. Deatz for the
Hoagland, Longo, Moran, Dunst & Doukas Company. This was licensed by Borland and then
provided with Delphi as InterBase Express (IBX).

IBX provided a direct implementation of the abstract dataset model for InterBase, using the API
direct from a Delphi (Pascal) program. It allowed the programmer to define the datasets using SQL
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and to update data using SQL, whilst keeping within the Delphi dataset model. By making direct
use of the InterBase API it potentially gives the best performance possible to a Delphi program.

When Borland/Inprise released InterBase under an Open Source licence in 2000, it also released
the IBX codebase under the same licence. In 2011, a fork of the IBX Open Source release was
used by MWA Software to create IBX for Lazarus. This version of IBX was developed to work with
the Lazarus LCL and to use the Firebird RDBMS in either embedded or standalone server mode.

Since its original release, IBX for Lazarus has been both maintained and extended with the
introduction of additional components including an SQL Parser and script engine. In 2016, IBX2
included support for the new Firebird 3 API. This version includes a separate set of Pascal
Language Bindings (the fbintf package) that provides the foundation for IBX2. The fbintf package
can be used to effectively embed SQL statements within Pascal code.
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IBX Overview

The purpose of IBX is to provide an implementation of the TDataset model, and hence a data
source for Data Aware components, and doing so by making direct use of the Firebird API. There is
no middleware involved and the intent is to maximise performance. IBX is intended to provide the
best performance possible when using Firebird from a Pascal program.

Firebird is an SQL database and a knowledge of SQL is generally necessary for all but basic use of
IBX. IBX does not attempt to hide the SQL from the programmer*. Indeed, it gives the programmer
full use of SQL.

The IBX for Lazarus components should behave identically to their Delphi equivalents and many
online tutorials are available on how to use them. An introduction to their use is given below, and
many example programs are also provided.

4.1 Conversion From Delphi IBX
You should be aware of the following issues:

1. The IBX components make use of the TThread class, and, as such require that multi-
threading is enabled. Specifically, in the Linux environment, the “-dUseCThreads” option
must be present in the “Compiler Options->Options->Custom Options” and set for every
Lazarus project that uses them.

2. Prior to FPC 2.6.0, the TIntegerField type may cause problems when porting code from
Delphi to Lazarus.

3. FMTBcd is not yet implemented by the Free Pascal Compiler. IBX for Lazarus thus uses
the TFloatField type for extended floating point (64 bit) fields. This may cause problems
where converting Delphi programs to Lazarus. The recommended approach is to change all

IThe exception to this is the TIBTable and TIBStoredProc components. These can be used for simple database
applications without requiring any SQL programming.
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TFmtBcdField types to TIBBcdFields. This will allow Delphi forms to be converted to
Lazarus. However, some of the conversions will not give the correct results. Typically, this
will result in field values that appear to be of the order of several billion when the program is
run. To resolve the problem, delete the field in the IDE Fields editor and then re-create it.
The correct field type will then be used.

Alternatively, all TFmtBcdField fields should be deleted prior to conversion and then
recreated in the IDE.

4.2 IBX in Context

The following diagram attempts to position IBX with respect to other packages. As illustrated the
fbintf package is the provider of the Firebird API and may be both directly access by the user, while
also providing the Firebird API to IBX. IBX is also accessed directly by the user, but also uses the
FCL which is where the TDataset abstract class is located. IBX can make use of the LCL but only
does so when not in console mode and this is only to provide the built-in Login Dialog.

IBX
LCL

FCL-DB fbintf

lllustration 1: How IBX Relates to other Packages

4.3 Component Overview

The following components are installed on the Firebird tab:

=l TIBDatabase Every project that uses IBX must have at least one TIBDatabase

B component. This is usually placed on a data module or the main
form, and represents the connection to the database. Its properties
identify the server on which the database is located, its name or
pathname on that server, the login credentials, and the local
character set when transliteration is required. It can also generate a
login prompt for the user name and password, or support a user
provided login form. See 5.1.

I TiBDatabaselnfo This component supports a TIBDatabase and provides read only
access to a database's properties and statistics. See 7.5.
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IBX Overview

Every project that uses IBX must have at least one
TIBTransaction component. Firebird is a transaction oriented
database and all operations must take place in the context of a
transaction. Its properties determine the transaction isolation (see
Firebird documentation). A TIBTransaction is typically provided
with the TIBDatabase and linked to it by the TIBDatabase
DefaultTransaction property. See 5.2.

This component is a descendent of TDataset and generates the
dataset from the results of an SQL query (Select statement or a
Stored Procedure that returns a results set). The SQL query used
is given by its SQL property. This can be parameterised with the
values of the parameters set before the query is executed. When
the “active” property is set to true then the query is executed and
the results set returned. When “active” is set to false, the results set
is discarded. The dataset is read only unless its “UpdateObject”
property references a TIBUpdateSQL or a TIBUpdate object.

The TIBQuery's properties must identify the database and the
transaction used for executing the query. See 6.5.

This component may be referenced from a TIBQuery component
and is used to support updateable queries. It provides SQL
statements to:

¢ Delete the current row in the results set

* Refresh (from the database) the current row in the results
set

* Update the current row in the database to match the
(modified) values in the database

¢ |Insert a new row into the database.

See 6.6.

This component may be referenced from a TIBQuery component
and is a more general way to support updateable queries than that
provided by TIBUpdateSQL. While TIBUpdateSQL supports single
SQL statement for Delete, Update or Insert, TIBUpdate provides an
event handler for Update, Insert or Delete together with an
ISQLParams interface providing access to all current and “old” field
values. This gives the programmer complete freedom as to how the
Update, Insert or Delete is performed.

This is also a TDataset descendent and combines the functionality
of TIBQuery and TIBUpdateSQL into a single component. See 6.7.

Its properties must identify the database and the transaction used
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for executing the query.

You will normally want to use TIBDataset instead of a TIBQuery
and TIBUpdateSQL pair. Alternatively, the latter combination may
be used, for example, when a form uses a TIBQuery to provide a
read only dataset, and a subclassed (inherited) form needs to
update the dataset. The IBUpdateSQL can be added to the
subclassed form to provide the update capability.

This component is used to execute a stored procedure (on the
Database Server), and one that does not generate a results set. Its
properties must identify the database and the transaction used for
executing the query. See 6.4.

This component is the basic SQL engine of IBX and is used
internally by TIBQuery, TIBDataset and TIBStoredProc to perform
SQL queries. It can be used directly by the programmer to
effectively implement embedded SQL statements.

Its properties must identify the database and the transaction used
for executing the query.

TIBSQL is essentially an object oriented encapsulation of the
Firebird DSQL API. See 6.5.

One very useful feature of the Firebird Database is its ability to
generate asynchronous “events” from a Stored Procedure or
Trigger and which can then be acted upon by any active client that
is listening on the event. Database clients can thus act immediately
on changes made by another client without needing to regularly
guery the database.

The TIBEvents component is used to register for and receive
Firebird Events. Up to 16 events can be waited upon
simultaneously. The name of each event to be listened to is set in
the component's Events property. If you need to wait on more than
16 events, then additional TIBEvents components can be used.

The event notification is asynchronous and takes place at the end
of the transaction in which the event was generated. A separate
thread is used by TIBEvents to wait on the event notification. When
the event occurs it calls the “OnEventAlert” event handler to report
which event has been received. Note that the event handler is run
in the context of the main thread and hence there is no need to
worry about thread synchronisation. See 5.3.

This component supports debugging and performance tuning by
allowing one process to monitor the SQL function calls in the same
or another process (on the same system).

The TIBDatabase trace flags determine which function calls can be
traced with respect to its database connection. However, a process
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IBX Overview

only starts to broadcast its function calls after an explicit call to the
IBSQLMonitor.EnableMonitoring procedure, and stops after a call
to IBSQLMonitor.DisableMonitoring.

To receive SQL Function call traces, you need to place a
TIBSQLMonitor component on your form. The properties of this
component can be set to filter the SQL function calls to what you
are interested in. The OnSQL event handler is used to receive and
process SQL function call trace events. See 7.4.

Note that the Windows implementation allows any process to monitor the
SQL Trace events broadcast by another. The Linux implementation
restricts monitoring to processes owned by the same user.

This component provides a simple TDataset descendent where the
contents of the dataset are the same as a named Database Table.
This component is useful for very simple applications, but
TIBDataset should normally be preferred for most applications. It
also supports Master/Detail relationships between linked tables.
See 6.3.

This component allows the extract of database metadata. The
component is intended to be compliant with all Firebird extensions
to the DDL up to and including Firebird 3. See 7.6.

This component supports a table to table copy from a source IBX
dataset to a TIBTable.

This component is used to run an SQL script in the specified file or
stream. The text is parsed into SQL statements which are executed
in turn. The intention is to be ISQL compatible but with extensions.
See 7.1.

The Firebird Admin tab provides the Service APl components. These support various server side
functions including user password maintenance and database backup/restore (see 10.1).

4.4

Databases and Transactions

IBX always access a database through a “connection” whether it is a local database or a remote
one. Data is the read and written in the context of a transaction. Transactions exist:

to isolate users from each other,

to allow a user to see a consistent view of the data independent of what other users are
doing,
to allow users to lock data for change and to control whether other users wait on such
locked data, and
to provide a well defined transaction start and end where, at a transaction end, any
changes made to the data are either committed and made available for other users to see,
or are abandoned and the data rolled back to where it was before the transaction started.
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Firebird is a transaction oriented database and all interactions with the database have to take place
in the context of a transaction. Firebird allows multiple independent transactions to take place
simultaneously and provides several possible isolation strategies in order to avoid the transactions
interfering with each other.

At least one TIBDatabase (see 5.1) and one TIBTransaction (see 5.2) component are required for
an application that uses IBX. These are normally placed on the project's main form or on a data
module. The TIBDatabase component represents the connection to a database, and it's rare than a
project needs more than one such component (e.g. if you need to support simultaneous
connections to two or more databases).

The TIBDatabase component's properties identify the location of the database and provide the
logon parameters. It can also use a built in dialog to prompt for a user name/password or use an
application provided dialog. A default transaction is also identified in the TIBDatabase properties.
Datasets linked to this database automatically use the default transaction unless this is explicitly
overridden in the dataset's properties.

TIBTransaction represents a transaction, and, you can have as many TIBTransaction
components as necessary. A TIBTransaction is normally linked to single database (TIBDatabase)
but can be linked to multiple databases in order to synchronise updates to them.

4.5 Datasets

The TDataset model is integral to the managing the relationship between Data Aware controls and
database tables in both Lazarus and Delphi. A TDataset derived component is used, at its
simplest, to represent the data in a single database table. Data aware controls, such as TDBEdit
can then be linked to a single (text) column in the dataset and allow the data in the current row of
that column to be both displayed and edited. A control such as TDBGrid allows multiple rows to be
shown together and as a table.

An example of this is shown in lllustration 2. This is a snapshot from the example application (see
the “ibx/examples/employee” directory) and illustrates the use of TDBGrid to show a table of
database data.

45.1 Datasets and Transactions

Each dataset is linked to a single transaction and all data reads and writes using that dataset take
place in the context of this transaction.

In a simple application, you only need to include a single TIBTransaction component with your
application.

* In the most basic case, the first dataset to be activated implicitly starts the transaction (as
long as its AutoActivateTransaction property is set) and, if, when it is deactivated, no
other datasets are active, it will automatically commit the transaction. When the database is
closed, the default action of the TIBTransaction is to commit all changes.

* In amore advanced application (such as the example application), you will want more
control over committing or rolling back the transaction and TIBTransaction provides
methods to start a transaction and to commit it or roll it back. In this case, it is usually
advisable to explicitly start each transaction rather than relying on implicit starts as this
avoids a dataset unexpectedly committing a transaction when it is closed. Commit and
Rollback are then always under programmatic control.
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Note that when a transaction ends, all datasets referencing the transaction are automatically deactivated. A
new transaction has to be started and those datasets reactivated if they are to continue to be populated.

Employee List
Started Before | | I} Started After | | | Salary Range | None Specified v
Last Name | First Name |Emp No. | Dept Located Started Salary Add

3 Janet 34 Corporate Headquarters / Sales and  USA 21-3-91 $61,637.81
|_|Bender Oliver H. 105  Corporate Headgquarters UsA 8-10-92 $212,850.00 Edit

Bennet Ann 28 Corporate Headquarters / Sales and | England 1-2-91 $22,935.00
: Bishop Dana 83 Corporate Headquarters / Engineerii USA 1-6-92 $62,550.00 Delete

Brown Kelly 109  Corporate Headquarters / Engineeri USA 4-2-93 £27,000.00 -
" |Burbank Jennifer M. 71 Corporate Headquarters / Engineerii USA 15-4-92 $53,167.50
| cook Kewin 107  Corporate Headquarters / Engineeril USA 1-2-93 $111,262.50
| De Souza Roger 29 Corporate Headquarters / Engineerii USA 18-2-91 £69,482.63
" |Ferrari Roberto 121  Corporate Headquarters / Sales and | Italy 12-7-93 $99,000,000.00
" |Fisher Pete 24 Corporate Headquarters / Engineerii USA 12-3-90 £81,810.19
" |Forest Phil 9 Corporate Headquarters / Engineerii USA 17-4-89 £75,060.00
B Jacques 134  Corporate Headquarters / Sales and  France 23-8-93 $390,500.00
" |Green TJ. 138  Corporate Headquarters / Engineeril USA 1-11-93 £36,000.00
| Guckenheimer | Mark 145  Corporate Headquarters / Engineerii USA 2-5-94 £32,000.00
" [Han Stewart 14 Corporate Headquarters / Finance | USA 4-6-90 $69,482.63
ichida Yuki 110  Corporate Headquarters / Sales and | Japan 4-2-93 $6,000,000.00
N Johnson Leslie 8 Corporate Headquarters / Sales and | USA 5-4-89 $64,635.00
: Jehnson Scott 136  Corporate Headquarters / Engineeril USA 13-9-93 $60,000.00

$115,522,468.02

lllustration 2: Employee List from the examples/employee application

However, it is possible to save changes (commit the transaction) and to not close the datasets.
This is by using the TIBTransaction.CommitRetaining method. This commits the transaction
whilst retaining the transaction context. The datasets can thus remain open. The downside of using
this function is that in a multi-user database, the datasets only pick up changes made by other
users when they are closed and re-opened.

4.5.2 Single Table Datasets

While a single table may be used for simple applications, the dataset is more normally the result of
a database query where the result is one or more rows. In some cases, the dataset may just
consist of a single row where it is supporting a form that edit's that row's contents. This avoids the
overhead of reading many rows from a database when only a single one is needed.

In IBX, the TIBTable component is a TDataset descendent that allows a single table to be named
and, on your behalf, it does all that is necessary to read the rows in the table and update them as
required. It does this by automatically generating the SQL Statements needed to access and
update the database. However, this is a limited approach, and does not allow the full power of SQL
to be exploited.

4.5.3 SQL Defined Datasets
IBX also provides TIBQuery. This is also a TDataset descendent but reads a dataset that is the
result of an SQL Select Query specified by the programmer either a design to runtime. The query

can join multiple tables and be limited to just the rows required. It is much more powerful than just
accessing a single table.

23



IBX for Lazarus User Guide

If you need also to update the database after editing a TIBQuery results set, another component
(TIBUpdateSQL) can be linked to the TIBQuery to provide the SQL Statement necessary to Update,
Insert or Delete rows, or to refresh rows that may have changed.

More generally, TIBDataset is a component that allows you to specify the Select, Update, Insert,
Delete and Refresh queries in one component.

4.6 Examples
The ibx/example/employee example application provides an example of the use of the

TIBDatabase, TIBTransaction, TIBQuery and TIBDataset components supporting data aware
components for viewing and editing data from a database.
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The Database Access Components

The IBX components are presented here in three main groups. This chapter is concerned with the
“Database Access” set of components. Chapter 6 is concerned with the dataset components, while
chapter 7 presents support components.

The IBX Database Access components are simply those components that are little more than
“wrappers for interfaces exported by the fbintf package, and are:

« TIBDatabase — encapsulates the |IAttachment interface

* TIBTransaction — encapsulates the ITransaction interface
* TIBEvent — encapsulates the IEvents interface

* TIBSQL — encapsulates the IStatement interface.

The Firebird Pascal API describes each of these interfaces in detail and how to use them.
However, when using, you should use the methods and properties provided by the component in
preference to similar methods and properties provided by the underlying interface, except as
described below.

5.1 TIBDatabase

This is a non-visual component and a TCustomConnection descendent. It provides the link between
the database connection as viewed by the TDataset model and the Firebird database connection.
The following properties are highlighted here:

Connected Set this property to true to connect to a database and to false to
disconnect.
AllowStreamConnected This property exists to avoid a conflict between connecting to a

database at design time and automatically connecting at run
time. (see 5.1.8).
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CreateIfNotExists New in IBX2: If true, and an attempt is made to connect to a
database that does not exist, then the database is created, if
possible. See also the OnCreateDatabase event.

DatabaseName The pathname to the database includes the server name. The
format varies depending on the connection protocol used and
the way pathnames are expressed on the target system. See
the Firebird documentation for more information.

DefaultTransaction Reference to the default transaction for the database. This is
purely a convention. When a dataset is linked to a TIBDatabase,
it's default transaction is assigned as the dataset's transaction if
none is already specified.

IdleTimer If non-zero, this is the time in milliseconds between successive
polls for database activity. If no activity has been detected
between two successive polls then the database is automatically
disconnected. Can be used to timeout idle connections if
needed.

LoginPrompt When true, the a login dialog is shown to the user to confirm the
database user name (as given in the Params) and to enter a
password. If the OnLogin event handler is defined then this is
called and is expected to generate the login dialog. Otherwise,
the built-in login dialog is used.

Params This is a list of parameter values to be used in the Database
Parameter Block (DPB) at connect time. These are in
“keyword=" format. See below.

SQLDialect The default SQL dialect to be used for the connection (3 is
recommended). See Firebird Documentation.

SQLHourGlass If true, then the cursor is changed to an Hour Glass (or
equivalent) during calls to the database server.

UseSystemDefaultCodePage If true, then the system default code page is used as the
connection default character set. Not recommended for Lazarus
programs where UTF8 is assumed by many LCL functions.

5.1.1.1 Parameter Keywords

The parameters are best edited at design time using the database dialog editor (double click on the
TIBDatabase component icon, once it has been placed on your form). The parameter names
available include:

user_name Login user name
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password Login password (use of this parameter to save a password at dedign tiem
is not recommended).

lc_ctype Name of the connection default character set (e.g. UTF8). UTF8 is
recommended for Lazarus programs.

5.1.2 Highlighted Events

TIBDatabase events are typically used to react to changes in the connection state. These include:

AfterConnect Called after a connection has been successfully established. A good place
to start the first transaction and open datasets.

AfterDisconnect Called after a connection has been disconnected.

BeforeConnect Called before an attempt is made to connect to a database. Could be used
to update the connection parameters, database name, etc.

BeforeDisconnect Called before an attempt is made to disconnect from a database.

OnCreateDatabase Called after a database has been successfully created. Could be used to
run a DDL script (e.g. using TIBXScript — see 7.1) to initialise the
database.

OnIdleTimer Called after an idle timer has disconnected the database.

OnLogin Called if LoginPrompt is true and maybe used to complete the login

parameters by prompting the user. If not set and LoginPrompt is true then
the built in login dialog is used.

5.1.3 Connecting to a Database

The recommended approach is:

* To set AllowStreamedConnect to false
* Do notinclude a password in the parameters
e Use the built-in or a user defined login prompt to confirm the user name and enter the

password.

The following code is recommended for setting the connected property to true. This may be part of
an OnShow handler for the main form or when otherwise required:
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repeat
try
IBDatabasel.Connected := true;
except
on E:EIBClientError do
begin
Close;
Exit
end;
On E:Exception do
MessageDlg(E.Message, mtError, [mbOK], 0);
end;
until IBDatabasel.Connected;

An example of this code in use may be found in “ibx/example/employee”. The purpose of the
above is to trap and report errors, such as mis-typed passwords whilst allowing the user to click on
cancel and exit through a “client error”.

Note: you will need to add t